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内容梗概

近年の大規模チームによって遂行されるソフトウェア開発において，版管理リポジトリは中心的な役

割を果たす．また近年では様々なプロセスの自動化もツールによって行われており，プロジェクトの規

模が大きくなるにつれて多数のツールが導入されると，版管理リポジトリにはそれぞれのツールに対す

る設定ファイルが配置される．ツールを多く導入すると，開発プロセスにおいて自動化による恩恵を受

けられる一方で，それぞれのツールが必要とする設定ファイルもその数が増加し，版管理リポジトリ上

のファイルそれぞれの意図やプロジェクト構造が把握しにくくなる．この原因として，単純な設定ファ

イル数の増加だけはなく，設定ファイルに対する命名規則が様々であり，単一リポジトリ内でも統一さ

れていないという現状が挙げられる．そこで本研究では設定ファイルの命名に対して共通の認識をガイ

ドライン形式で与える．そのために OSSリポジトリ上の設定ファイル名に対する現状調査を実施する．

調査においては 140 個のソフトウェア開発プロジェクトのリポジトリから 618 個の設定ファイル名を

収集しそれらを分析する．調査の結果，命名における 2つのプラクティスを確認した．また，調査の結

果に基づきプラクティスがリポジトリの構造理解に与える影響を考察し，ガイドラインを提案した．
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1 はじめに

大規模チームによるソフトウェア開発において，版管理リポジトリは中心的役割を担っている．そこ

では開発において得られたあらゆる成果物を管理するだけでなく，開発者の貢献度を推定できたり，プ

ロジェクトの進捗を管理したりもできる [1]．近年のソフトウェアリポジトリには開発対象プロダクト

であるソースコードだけではなく，それに対するテストコードやビルドプロセスを自動化するためのビ

ルドスクリプト，またその他自動化ツールの設定ファイルやエンドユーザ向けのドキュメントが管理さ

れる [2]．開発に係るあらゆるファイルを中央的に保管し，プロジェクトのさまざまなステークホルダー

ら（例えば開発者やメンテナ，ユーザーなど）に一元的なリポジトリ構造の理解をもたらす．

近年では開発プロセス自動化のために様々なツールが導入されており，例えばファジングツールを

用いたテストの自動化 [3] や Docker などのコンテナプラットフォームを用いた環境構築の自動再現

[4, 5]，静的解析ツールによるソースコードの問題点の捜索 [6, 7]のほかにもパッケージマネージャーを

用いた依存関係の管理 [8]がある．これらのツールを導入しその設定を共有するとチームの貢献者らが

同一の開発環境を用いたり，同じコーディング規約を採用したりできる [9, 10, 11]．

ツールの導入による開発の効率化が可能 [12]な一方で，それぞれのツールが必要とする設定ファイル

が版管理リポジトリ上で問題になるとも考えられる．ツールが必要とする独自の設定ファイルがリポジ

トリ上に増加すると，リポジトリ全体の構造が複雑になるためである．例えば継続的インテグレーショ

ン（CI）環境を提供するシステムにはワークフローの記述が必須である．他にも Dockerは Dockerfile

でコンテナのビルド手順を定義するし，パッケージマネージャーの一つである npmも package.jsonと

いうファイルにその依存関係を記述する．これらのファイルはほとんどがリポジトリのルートディレク

トリに配置されており，事前調査で GitHubの OSS開発リポジトリのルートディレクトリには平均で

34.3 個のファイルが存在すると判明した．数の増加に加えて，設定ファイルには命名規則が存在しな

いという点もそのファイルが果たす役割の把握を難しくしている．設定ファイルが果たす役割上，その

ファイルがどのツールに対応する設定を記述しているかに加えて，どのような書式で内容を記述してい

るかが名前から把握可能であるべきと考えられる．しかし現状，すべての設定ファイル名がこれらを満

たすとはいえないうえ，設定ファイル名はツール制作者によって事前定義されている場合が多いためリ

ポジトリ管理者が独自に改善するのは困難である．

そこで本研究では版管理リポジトリで管理するべき設定ファイルの命名に対して一定の共通認識の形

成を試みる．その形成手段として，設定ファイルの命名に対してガイドラインを提案する．

ガイドラインの提案においては，現状の設定ファイルに対する命名を調査する．ガイドラインをより

受け入れられやすいものにするには，現状の多数派の把握が必要なためである．調査に当たっては実際

の版管理リポジトリ上の設定ファイル名を調査する，マイニング調査を実施した．GitHub上のソフト
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ウェア開発プロジェクトのリポジトリ 140個から設定ファイル名 618個を収集し，設定ファイル名に対

してそれらが持つ意味的な観点で命名プラクティスを調査した．

結果として，設定ファイル名の多くはツールの開発者によって定められているという事実と，設定

ファイル命名における 2つのプラクティスを発見した．また，命名のプラクティスについてそれらがリ

ポジトリの構造理解にもたらす恩恵を考察し，これに基づいてガイドラインを提案した．

2



2 版管理リポジトリにおける設定ファイル命名の現状

本節では実際の版管理リポジトリを題材として設定ファイル名がプロジェクト構造の理解に及ぼ

す影響を述べる．例として，図 1 に広く用いられている Python パッケージの一つである NumPy の

図 1: NumPyリポジトリ（numpy/numpy）のルートディレクトリ

GitHub リポジトリ*1を示す．NumPy は C 言語と Python を用いて実装されており，ルートには 37

個のファイルが存在している．後述するデータセットを用いた事前調査の結果，GitHub上の OSS開発

リポジトリには平均で 34.3個のファイルが存在すると判明している．そのため，例示したプロジェク

トのルートに存在するファイル数は極端に大きな数ではないといえる．

Numpyプロジェクトの貢献者らは様々な目的を達成するために，リポジトリ上のファイルを閲覧ま

たは編集する．このとき対象とするファイルは，貢献者らの目的によってそれぞれ異なる．以下にプロ

ジェクトに対して様々な目的をもった貢献者がアクセスするファイルを探すシナリオ例とともに，設定

ファイル名がプロジェクト理解にもたらす影響を述べる．

2.1 シナリオ例：CIのメンテナンス

NumPy プロジェクトで用いられている CI 環境のメンテナンスをする場合について考える．メン

テナはまず初めに CI 環境プラットフォームに関連するファイルを洗い出す．NumPy では GitHub

Actions や CircleCI を利用しており，それぞれ .github/ と .circleci/ ディレクトリ内にワークフロー

を定義したファイルが配置されている．このプロジェクトで他に用いられている CI プラットフォー

*1 https://github.com/numpy/numpy/tree/2b2dac4 Accessed at 2026/2/2

3

https://github.com/numpy/numpy/tree/2b2dac4


ムとして Cirrus CIと Azure Pipelinesが存在する．これらのワークフローはそれぞれ .cirrus.star と

azure-pipelines.yml で定義されている．CIに関連した設定ファイルに絞って注目しても，サブディレ

クトリを採用したプラットフォームとそうでないプラットフォームで一貫性がないとわかる．さらには

ドットファイルか非ドットファイルかという視点でも一貫性がない．

2.2 シナリオ例：コーディング規約を更新する

次に，プロジェクトで採用するコーディング規約を更新する場合を考える．この場合，貢献者はリ

ンタやフォーマッタの設定を更新する必要がある．NumPyプロジェクトでは，自動化ツールを用いて

コーディング規約に違反した記述を開発者に通知しており，変更後の規約にツールの設定を適合する必

要があるためである．

関連するファイルとしてまず .editorconfig が挙げられる．これは IDEやテキストエディタに対して

横断的にコーディング規約を定義するツールである EditorConfigの設定が INI形式で記述されたファ

イルである．他にも Cソースファイルのフォーマッタである ClangFormatに対して，Cソースコード

記述規約を YAML形式で記した .clang-format がある．これら 2つのファイルには拡張子が付加され

ておらず，ファイル名からその書式を特定できない．一方で Python ソースファイルのリンタである

Ruffに対してその設定を TOML形式で与える ruff.toml にはその書式に対応する拡張子が付加されて

いる．これも設定ファイル名に存在する一つの一貫性がない点である．

2.3 シナリオ例：依存関係を整理する

プロジェクトが依存している外部ライブラリの整理をする場合に必要なファイルをリポジトリ内か

ら洗い出す．Pythonを用いたプロジェクトでは Python Enhancement Proposal（PEP）518および

621[13, 14] で定められたファイルである pyproject.toml に記述されている．ところが NumPy プロ

ジェクトは Condaを用いた仮想環境を利用しており，この環境における依存関係は enviroment.yml

に記述されている．このファイル名から，Condaが提供する仮想環境に関する設定ファイルである，と

類推するのは難しく，開発者によっては役割の把握が困難なファイルであるといえる．他にもこのプロ

ジェクトでは依存関係を requirements/ 以下のファイルに設置された *-requirements.txt にも記述し

ている．これは Pythonの標準的なパッケージマネージャである pipで慣習的に用いられるファイル名

ではある．このファイル名から pipを導くのは難しいうえに， *-requirements.txt はユーザに定義され

たファイル名であって pipにより厳密に定められたファイル名ではない．以上より依存関係に関連した

ファイルはファイル名から依存関係が記述されているとの推測が難しい場合が多いといえる．さらに，

ツールが厳密にファイル名を事前定義しているか否かにも一貫性はない．
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3 本研究で取り組む課題と提案

3.1 設定ファイル名の非一貫性

本研究で取り組む課題は，リポジトリ上の設定ファイルの増加とそれらの名前にある非一貫性により

版管理リポジトリ上の構造理解が妨げられているという現状である．2節に示したシナリオ例よりリポ

ジトリ上に存在する様々な設定ファイル名は以下の点で一貫していない

• 設定ファイルは一つのファイルかサブディレクトリ以下に存在するか

• 設定ファイルはドットファイルであるか

• ファイル名から対応するツールを特定できるか

– ファイル名にツール名が含まれているか

– ファイルの持つ役割はファイル名から特定できるか

• ファイルの書式は拡張子と一致するか

さらに，設定ファイル名が必ずしもツールの利用者によって自由に決定できるとは限らない点も設定

ファイル名管理の難しさにつながっている．2節で取り上げたファイル中でもプロジェクト側でファイ

ル名を設定できるのは azure-pipelines.yml と requirements.txt のみである．

ファイル名はプロジェクトの構造を理解するために用いられる最も基本的で簡素な情報である．その

為，命名規則の不一致は開発の様々な場面でリポジトリ構造の理解を妨げる．

3.2 設定ファイルの命名に対する提案

以上の課題に対して，本研究では設定ファイルの命名に対して一定の共通認識の形成を考える．その

手段として，設定ファイルの命名に対するガイドラインを提案する．厳格な規則としてではなくガイド

ラインとしての提案とする理由は，版管理リポジトリを用いるプロジェクトにはそれぞれ異なる様々な

命名規則が採用されているためである．3.1節で述べたように，リポジトリ上の設定ファイル名の間に

ある非一貫性が版管理リポジトリの構造理解を妨げていると考えられる．そのためプロジェクトごとに

異なる命名規則に対して柔軟に対応できる提案がより広く受け入れられやすいといえる．

提案内容の考案にあたり，現状の版管理リポジトリにおける設定ファイルの命名規則の把握が必要で

ある．ガイドラインをより受け入れられやすいものにするためには，現状と大きくかけ離れた提案を避

ける必要がある．また，現状の問題点や一貫性がない点を洗い出し，その解決を図るためにも現状の把

握は必須である．
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3.3 現状把握を目的としたResearch Questions

本研究では設定ファイルの命名に対するガイドライン提案をするにあたって，現状の設定ファイ

ルに対する命名プラクティスを調査する．この調査の目的は，実際の版管理リポジトリのマイニン

グ調査によって設定ファイルに対する命名の現状を把握する点にある．調査に当たっては 2 つの

ResearchQuestionを設定する．

RQ1: 設定ファイル名はどれほど事前定義されているか

RQ1では設定ファイル名そのものの詳しい観察を実施する前段階として，その名前は誰によって決

められたかを調査する．3.1節で述べた通り，設定ファイルの名前は必ずしもツールのエンドユーザが

自由に設定できるとは限らない．ツール開発者によってあらかじめ設定ファイルの名前が定められてい

るツールも数多く存在する．そのためガイドラインを提案する対象を把握するためにも命名者を特定す

る必要がある．

RQ2: 設定ファイルの命名には現状どのようなプラクティスが存在するか

RQ2では設定ファイル名を調査し，現状どのようなプラクティスが存在するかを調査する．3.2節で

述べた通り，設定ファイルの命名に対してガイドラインを提案するにあたりより受け入れられやすい内

容を目指すには現状の把握が必要である．実際にソフトウェア開発者らに対して行動の指針を示唆す

る研究においては現状の開発者らの行動などに基づいた提案をするために現状を調査する場合がある

[15, 16]．本研究も同様に現状の設定ファイルに対する命名プラクティスを調査する．RQ2に対する回

答として得られた現状を基に，それらが行われている理由やそれによって受けられるリポジトリ構造理

解の上での恩恵を考察する．

また，本 RQへの回答を通して現状の設定ファイルに対する命名においてファイルそれぞれで一貫性

のない点を洗い出す．これを基に，ガイドラインにて現状一貫していない命名プラクティスに対して一

定の示唆を試みる．
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4 調査

4.1 調査対象の収集

4.1.1 対象リポジトリの選定

設定ファイルの調査においては OSSリポジトリのマイニング調査を実施する．調査対象リポジトリ

の選定においてはそれぞれ異なるプログラミング言語を開発に用いるリポジトリを収集する．各言語が

形成するエコシステムの様々なツールに関連するファイルを取得するためである．本調査では以下の言

語を主として開発を行うプロジェクトのリポジトリを調査の対象とする．選定においては GitHub プ

ラットフォームがサポートを提供している言語を選択した．GitHubの利用者が比較的，採用しやすい

言語であると考えられるためである．

• C

• C++

• C#

• Go

• Java

• JavaScript

• Kotlin

• PHP

• Python

• Scala

• Swift

• TypeScript

• Ruby

• Rust

以上の 14言語を主とするリポジトリをスターの多い順に 10個ずつ取得し計 140個のリポジトリを

データセットとして用いる．ただし，その中に教育や技術の習得を目的としたリポジトリやサンプル

コードの集積リポジトリが存在した場合は対象とせず，次にスターが多いリポジトリを対象としてい

る．本調査ではソフトウェア開発リポジトリにおいてのプラクティスに集中しているためである．ス

ターは GitHub上のリポジトリの人気度を示す一つの指標であると知られている [17]．人気があり注目

されているリポジトリは開発環境が整備されており様々な設定ファイルの取得が期待される．スターを

選定のメトリクスとして用いたのはこのためである．

4.1.2 設定ファイル名の収集

次に，4.1.1節で収集したリポジトリのルートディレクトリから設定ファイルを収集する．ここで，本

稿における設定ファイルの定義を述べる．

リポジトリで管理されているテキストファイルのうちツールの動作をビルドなしで定義もしくは変

更できるもの．もしくはそのようなファイルが配下に存在するディレクトリ．

この定義は Siegmund らが提案したソフトウェア設定の次元 (Dimentions of Software configura-

tion)[18]に基づいている．Siegmundらの提案した次元のうち，設定が現れる成果物の次元に着目し，
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リポジトリで管理されうるファイルに注目した．

ファイル名の収集においては対象リポジトリのルートディレクトリに存在するファイルを全て収集

し，それらから定義に基づく設定ファイルを収集する．まず，拡張子に基づき定義に明らかに一致しな

いファイルを除外する．例えばコンパイルが必要なファイル（ *.c , *.rs ）やプロジェクトの様々なス

テークホルダーに提供されたドキュメント（ *.md ），またバイナリファイルがある．残りのファイル

に関してはファイル名やコミットメッセージに基づいて設定ファイルであるかを目視で判断する．最終

的に 1,929個の設定ファイルを収集し，ユニークな 618個のファイル名を取得した．最終的に取得した

データセットについて 表 1に示す．

表 1: GitHubから取得したデータセット

収集対象とするプログラミング言語の数 14

各言語で収集したリポジトリの数 10

合計リポジトリ数 140

収集した設定ファイルの数 1,929

収集した設定ファイル名の数 618

4.2 設定ファイル名の調査

収集した設定ファイル名を分析する．分析においてはいくつかの異なる視点に着目する．それぞれの

調査項目について，調査の意図と調査方法を以下の節で述べる．

4.2.1 ファイル名は事前定義されているか

はじめに，それらの名前が事前定義された名前であるかに着目する．本調査における事前定義された

名前は，対応する各ツールのドキュメントで言及された名前とする．

自動化ツールは自身の設定ファイルをあらかじめ定義された名前，つまり開発者による事前定義名に

よって探索する場合が多い．すると，設定ファイル名の各プロジェクトや組織が用いる命名規則への適

合が難しくなる．これはリポジトリ上のファイルに対する命名から一貫性が失われる原因の一つと考え

られる．本調査において，どれほどの設定ファイルの名前の決定権が，ツールの開発者側またはツール

のエンドユーザ側にあるかを調査する．

4.2.2 ドットファイルであるか

ファイル名がそれぞれドットファイルであるかを調査する．本調査におけるドットファイルは名前の

先頭がドット（.）であるようなファイルまたはディレクトリであるとする．
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ドットファイルであるか否かに注目する理由は，ドットファイルが隠しファイルであるという共通認

識の存在にある．UNIX系 OSにおいて lsコマンドを用いてファイルを一覧表示すると，ドットファ

イルはデフォルトでは表示されない．この特性を用いて，普段ユーザが直接読み書きする機会は少ない

がアプリケーションなどによって読み込まれる場合が多いファイルがドットファイルとして管理され，

lsコマンドの出力を整理したり，ユーザによる不用意な編集を防止したりしている．

以上のような特性から UNIX 系 OS においてソフトウェアの設定はドットファイルである場合があ

り，この事実も共通認識として存在する [19]．したがって，ファイル名の先頭に存在するドットは他の

文字より多くの意図を示唆する場合が多い．設定ファイルがドットファイルであるかを調査し，版管理

リポジトリ上でのドットファイルがどのように扱われているかプラクティスを把握する．

4.2.3 ファイル名に含まれる語はどのような意味を持つか

ファイル名に含まれる語がどのような意味を持つか，それぞれについて調査を行う．Anquetil と

Lethbridgeはソースコードのファイル名に注目し，それらがいくつかの意味ある語に分割できると主張

した [20]．また，それらの語がソースコードが実現する機能やそれらが参照するデータを表していると

も主張した．設定ファイル名についても，そのファイル名が関連する情報を表しているべきであると考

える．本研究では以下の要素に注目して考える．

ツール名 対応するツール名が設定ファイル名に含まれているべきである．

書式 設定ファイルは構造化されたテキストファイルである場合が多い．そのため書式が判断できる

ファイル名が望ましい．

調査においては，辞書に基づいてファイル名を意味的な部分に分割しそれぞれの語を抽出する．この

辞書には一般的な英単語に加えて，ソフトウェア開発においてよく用いられる略語*2やツール名，また

それぞれのプロジェクト名を用いる．それぞれの単語がツール名，もしくは書式に一致するかを目視に

よって調査する．

4.2.4 ファイルの拡張子と書式は一致するか

次に設定ファイルの拡張子に着目する．本調査における拡張子は，ファイル名の先頭にあるものを除

いたドットでファイル名を分割し得られる部分文字列のうち，最後の一つを表す（図 2）．

拡張子は多くの場合そのファイルの書式を表現する．OSやアプリケーションによるファイルの判別

も同じく拡張子によって行われる場合が多い．そのため設定ファイルについても拡張子を適切に付加し

てシンタックスハイライトや補完機能などの恩恵を受けられるようにすべきである．

*2 https://github.com/abbrcode/abbreviations-in-code/tree/4dddb19 Accessed at 2026/2/2
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Regex:  .+\.([^.]+)$

ファイル名 拡張子

.gitignore No extension

Dockerfile No extension

.codecov.yml yml

pyproject.toml toml

setting.gradle.kts kts

図 2: 拡張子の例：正規表現にマッチするファイル名のうちオレンジで示したグループにマッチする文

字列を拡張子とする

4.2.5 ファイル名における要素のセパレータは何か

命名においては構文的な取り決めも必要である．ファイル名に含まれる要素について 4.2.3節では意

味的な側面に注目した．しかし，それらの要素をどのように分割するかについてもガイドラインの提案

には必要である．ソフトウェア開発において発生する命名は多くの場合，構文的な規則が定められてい

る [21]．広く知られている規則としては，各要素の先頭をキャピタライズして分割する CamelCaseや，

要素間をアンダースコア（_）で分割する snake_caseが知られている．設定ファイルの命名に一定の共

通認識を形成するという目的を達成するうえで，ソースコード上の識別子に対してされてきたような取

り決めが必要である．

調査においては 4.2.3節で得られたファイル名の意味的分割を用いる．この分割がファイル名の上で

はどのように表現されているかを調査する．ただし，この調査においては 図 2に示す拡張子を取り除

いたファイル名を調査する．拡張子はファイル名に対してドット区切りで付加するという共通認識はす

でに広く知られているうえに，OSや多くのアプリケーションの実装としても存在するためである．
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5 調査結果

5.1 ファイル名は事前定義されているか

71%
(440)66%

(407)

5%
(33)

29%
(178)

Predefined

User-
defined

Specific

Guided

設定
ファイル名

図 3: 事前定義されている設定ファイル名とユーザ独自の設定ファイル名それぞれの割合

図 3 に設定ファイル名が事前定義されたものであるかを調査した結果を示す．調査の結果，全体

の 71% の設定ファイル名が事前定義された名前であると判明した．また，全体の 66% は特定の名前

（Specific）である．つまりツール開発者がファイル名やディレクトリ構造をすべて定義しておりエンド

ユーザが全くコントロールできないファイル名である．一方で全体の 5%はファイル名が完全に指定さ

れているわけではないものの，そのコントロールが難しいファイル名（Guided）である．例えば Visual

Studioのプロジェクト管理に用いられるソリューションファイル（ *.sln ）はツール開発者によって決

まりきった名前が存在するわけではない．しかしプロジェクト名である必要があり，その他の名前には

できない．これらのファイルについてもエンドユーザに決定権があるとはいえない．

71%のファイル名について，それらがエンドユーザではなくツールの開発者によって決定されている

とわかった．この事実は，OSSプロジェクトがそれぞれ異なる命名規則やディレクトリ構造を採用して

いるという現状に反しており，プロジェクト側の工夫のみではリポジトリの構造理解を促進できない．

したがって，設定ファイル名に対するガイドラインはツール開発者に対しても受け入れられやすくなく

てはならない．

RQ1の回答

71%の設定ファイル名は事前定義されており，ツールのエンドユーザが名前を自由に決定できる

設定ファイルは少ない．
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5.2 ドットファイルであるか

ファイル名に対する調査についてそれぞれの観点に基づいて調査した結果，確認されたそれぞれの

ファイル名の個数とその割合を 図 4に示す．それぞれのファイルがドットファイルであるかを 図 4の

ドットファイルである

ツール名が含まれる

書式名が含まれる

26%
(159)

Yes No

Directory

拡張子と書式が一致する

63%
(388)

37%
(230)

74%
(459)

70%
(256)

69%
(252)

30%
(112)

31%
(116)

--
(84)

--
(84)

N/A

--
(166)

--
(166)

図 4: それぞれ異なる観点でのファイル名の分析結果

一番上のグラフに示す．調査の結果，設定ファイル名全体のうちドットファイルであるような名前は

37% であることがわかった．これよりさまざまなエコシステムを横断的に考えたとき，ツールの設定

ファイル名は UNIX系 OS上で用いられる文化とは異なる命名をされているとわかる．

5.3 ファイル名に含まれる語はどのような意味を持つか

図 4 の上から 2 番目と 3 番目のグラフにファイル名を意味的な語に分割して分析した結果を示す．

上から 2番目のグラフは設定ファイル名にそのファイルが対応するツールの名前が含まれているかを示

す．設定ファイル名全体のうち 74%のファイル名に対応するツール名が含まれているとわかった．

一方で上から 3番目のグラフはファイル名にそのファイルの書式名が含まれているかを調査した結果

を示す．この調査にあたっては，一部のファイル名を調査対象から除外している．まず，設定ディレク

トリの名前を除外する．ディレクトリ自体が書式を持たないためである．次に，よく知られた書式が存

在しないファイルの名前を除外する．設定ファイルが用いる書式にはよく知られた名前が存在しないも

のがある．それらの書式を分類し 表 2に示す．調査では以上のいずれかに当てはまるファイル名をそれ

ぞれ 図 4の “Directory”と “N/A”として除外し記述している．結果，対象のファイル名のうち 70%

のファイル名にそのファイルの書式が挿入されているとわかった．

5.4 ファイルの拡張子と書式は一致するか

図 4の一番下のグラフにそれぞれのファイル名に付加されたファイル名の書式がファイルの記述書

式と一致している数とその割合を示す．またファイル名に対応するファイルの書式ごとに拡張子が一致
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表 2: 設定ファイルにみられる書式の分類

分類名 説明 #

List 一行に一つの値もしくは Key-Valueを記述したテキストファイル 80

DSL 当該設定ファイルの記述のみに用いられる言語で記述されたファイル 50

Unique 当該設定ファイルに独自の構造を持ったテキストファイル 16

Other その他のファイル 20

合計 166

表 3: 書式ごとの拡張子一致割合とその数

書式 拡張子 拡張子と書式が一致 拡張子と書式が不一致 合計

JSON *.json , *.jsonc 73 (78%) 20 (22%) 93

YAML *.yaml , *.yml 80 (88%) 11 (12%) 91

JavaScript *.js , *.mjs 46 (100%) 0 (0%) 46

XML *.xml 9 (25%) 27 (75%) 36

TOML *.toml 20 (91%) 2 (9%) 22

INI *.ini 6 (35%) 11 (65%) 17

その他 22 (35%) 41 (65%) 63

している割合を 表 3に示す．

よく知られた拡張子が存在する書式を用いる設定ファイルのうち 69%（252/368）のファイル名に拡

張子が付加されていた．なお，拡張子がと書式が不一致であるとした 31%のファイル名には全て拡張

子が付加されていなかった．つまり，例えば JSON形式のファイルであるにも関わらず .yml のような

他の書式の拡張子として知られるものが付加されているファイルは存在しなかった．

5.3節に示したファイル名に書式が含まれる割合 70%に対して，ファイル名を拡張子として持つファ

イルは 69%と少なくなっている．これは書式名を末尾ではない部分に含んでいるファイル名が存在し

たためである．実際に確認した例として phpunit.xml.dist がある．これは PHP 言語に対するテスト

ランナーの一つである PHPUnit の動作を設定するファイルの事前定義名である． *.dist は一般的に，

“distribution”を意味する語であり，ここでは公開リポジトリにプッシュして配布するファイルである

という意図をファイル名に付加している．しかしこのファイル名では拡張子が XMLではないため，書

式に対応したツールの支援を受けられない可能性がある． phpunit.xml に “distribution” の意図を含

ませる場合は，同じく事前定義名である phpunit.dist.xml がより適切であると考えられる．
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5.5 ファイル名における要素のセパレータは何か

表 4: 要素の分割方法とその数

分割方法名 概要 #ファイル名

flatcase 要素を記号等用いずに接続する名前 132

dot.notation 要素間をドット（.）で接続する名前 91

chain-case 要素間をハイフン（-）で接続する名前 60

snake_case 要素間をアンダースコア（_）で接続する名前 24

CamelCase 要素の初めの文字をキャピタライズして接続する名前 9

複合型 要素の接続に以上 5つのうち 2つ以上の方法を用いている名前 32

なし 拡張子を除き一つの要素で構成された名前 270

現状のファイル名における要素の分割方法を 表 4に示す．現状もっとも使われている書式は要素を

セパレータやキャピタライズなしに連結する flatcaseである．この書式は設定ファイルによく用いられ

る .<ツール名>rc や .<ツール名>ignore という名前が採用している．したがって，伝統的な理由でこ

の命名を採用している場合が多いともいえる．

デリミタを用いたファイル名の書式としてよく用いられるのは dot.anotationと chain-caseである．

これらはソースコードやテストコードの名前として扱われにくい．ドットやハイフンはソースコード

中で演算子として扱われる場合が多いためである．この 2種類の書式について比較する．dot.notation

はデフォルトや広く用いられている名前に対して利用環境や目的を限定するために情報を付け加える

ときに用いられる場合が多い．chain-case も同じく一般的な名前に情報を付加するために利用される

ほか，一般的な文章での利用方法と同じく単語と単語の合成にも利用される．一方で snake_case や

CamelCaseは，ソースコード中でも用いられる形式であるが設定ファイルの命名規則としては一般的

ではないと分かる．

RQ2の回答

現状の設定ファイル名が採用しているプラクティスは 2つ存在する．対応するツール名の挿入と，

記述内容の書式に一致する拡張子の付加である．
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6 考察

6.1 各特徴の組み合わせの分析

本節では 5節で報告したそれぞれのファイル名の特徴について，他の特徴との関係に注目してファイ

ル名を整理する．5節では設定ファイル名に対していくつかの観点で独立した調査を実施した結果を示

した．そこで，ファイル名を一定の基準によって細分化しそれぞれのプラクティスを把握する．

6.1.1 ドットファイルと非ドットファイルの比較

設定ファイルそれぞれが，ドットファイルであるか否かに注目しそれぞれの命名に対する特徴を分析

する．ドットファイルであることは他の特徴に比べて，より示唆に富む命名である．したがってドット

ファイルとして設定ファイルを命名する場合，一定の意図が存在すると考えらえる．しかし 5.2節で述

べた通り，版管理リポジトリにおいては設定ファイルをドットファイルとするプラクティスが認識され

ているとは言えない．

ドットファイルと非ドットファイルである設定ファイルのあいだに異なる共通認識がある場合，ガイ

ドラインの提案にあたりそれらを考慮する必要がある．そこで，ファイル名をドットファイルと非ドッ

トファイルという 2つに細分化し，それぞれについて注目した分析をする．その結果を 図 5から 図 7

にそれぞれ示す．

88%
(203)88%

(203)

12%
(27)

Predefined

User-
defined

Specific

ドット
ファイル

図 5: ドットファイルが事前定義されている割合

61%
(237)

53%
(204)

8%
(33)

29%
(151)

Predefined

User-
defined

SpecificGuided

非ドット
ファイル

図 6: 非ドットファイルが事前定義されている割合

図 5と 図 6は 5.1節に対応する分析を示す．図 5に示すように，ドットファイルであるような設定

ファイルの名前は 88%と大部分がツール制作者によって事前定義されたファイル名であり，ユーザが

定めたファイル名は全体の 12%にとどまる．一方で 図 6に示すように，非ドットファイルである設定

ファイル名はユーザが定めたファイル名が 29%にも上る．

非ドットファイル中にユーザ定義名のファイルが増えた原因として，同様の領域に対して設定を

行うファイルが一つのプロジェクトに複数存在し，それらが非ドットファイルである場合が多いと
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ツール名が含まれる

Yes No

Directory

拡張子と書式が一致する

16%
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(192)
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16%
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16%
(39)

N/A
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ドットファイル 非ドットファイル

58%
(224)

42%
(164)

41%
(160)

20%
(76)

28%
(107)

11%
(45)

図 7: 図 4をドットファイルと非ドットファイルそれぞれで分析した結果

いう点が挙げられる．ひとつの例として Python のパッケージ管理に用いる requirements.txt があ

る．TensorFlow*3 の開発プロジェクトでは，開発者らが開発に用いる環境にインストールされている

Pythonバージョンに対応するためにそれぞれ異なる requirements_lock_3_*.txt を用いている．いず

れのファイルも Pythonパッケージを管理するために利用するファイルであるが，それぞれ異なる開発

環境で用いるファイルである．一方でドットファイルであるような設定ファイルには同じツールの同じ

機能に対して複数の設定ファイルが存在するというケースは少なかった．これはドットファイルが非

ドットファイルに対して，一定の設定を提供するファイルの名前に使われる場合が多いためであると考

えられる．例えば版管理の設定（ .gitignore ）やフォーマッタの設定（ .clang-format ）はプロジェク

トで一様に設定されるべき事項であり，異なる環境に対してそれぞれ異なる設定を提供する場面は少な

いといえる．ドットファイルは伝統的に UNIX系 OSにおける設定ファイルであるといえるが，これら

はユーザ個人用の設定するファイルが多く [19]，この認識が版管理リポジトリ上の設定ファイルにも存

在すると考えられる．

次にそれぞれのファイル名にツール名が挿入されている割合をドットファイルと非ドットファイルで

比較する．すると，ドットファイルにはツール名が挿入されているファイル名が全体の 84%であった

のに対して，非ドットファイルでは 58%であった．非ドットファイル名にツール名の挿入が少ない理

由も，非ドットファイルが環境に対する設定である場合が多いためであるといえる．そのため，ツール

よりもどのような環境で利用されるファイルかに注目した命名をする場合が多く，ツール名の挿入が少

なくなったと考えられる．

最後に拡張子と書式が一致しているファイル名の割合を比較する．図 7の下段に図示したグラフにそ

れぞれのファイル名全体に対して，拡張子が一致したファイル名と不一致のファイル名に加えて，一般

的に知られた拡張子が存在しないファイルとディレクトリの割合も図示している．これらを比較する

と，すべての分類についてドットファイルと非ドットファイルいずれも割合がほとんど一致する．した

がって，拡張子や書式に対する開発者らのファイル名に対する傾向はドットファイルと非ドットファイ

ルで同一であるとわかる．したがって，ドットファイルであるか否かに関わらず書式に対応する拡張子

を付加するべきである．

*3 https://github.com/tensorflow/tensorflow/tree/5563e93 Accessed at 2025/1/10
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6.1.2 事前定義された名前とユーザ定義名の比較

次に設定ファイル名それぞれが，ツール開発者によって事前定義された名前かユーザによる命名かに

注目して設定ファイル名を分析する．命名者の立場がツールの開発者とツールのエンドユーザのように

それぞれ異なるため，ファイル名の意図についても異なると予想される．そのため，命名者のコミュニ

ティに基づいてファイル名を細分化し，それぞれに存在する命名に対しての共通認識を洗い出す．

ツール名が含まれる

Yes No

Directory

拡張子と書式が一致する

54%
(237)

46%
(203)

47%
(208)

17%
(76)
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(53)

N/A

24%
(103)

事前定義名 ユーザ定義名

15%
(27)

85%
(151)

27%
(48)

20%
(36)

36%
(63)

17%
(31)

ドットファイルである

24%
(96)

76%
(344)

40%
(72)

60%
(106)

図 8: 図 4を事前定義名とユーザ定義名それぞれで分析した結果

分析結果を 図 8に示す．はじめにドットファイルの割合を調査する．事前定義名のうちドットファ

イルであるようなファイル名は全体の 46%であったが，ユーザ定義の名前でドットファイルであるよ

うなファイル名は全体の 15%であった．6.1.1節で述べた通りドットファイルの多くは事前定義名であ

るといえる．

ツール名の挿入割合についても，事前定義されたファイル名に多く見られ，全体の 76%に，一方で

ユーザ定義名には 40%のファイル名に見られた．これは，ツール開発者らが自らのツールが探索する

ファイル名を，他のシステムが利用する設定ファイルと衝突しない一意な名前にしようとした結果であ

ると考えられる．設定ファイルに対して，例えば config.json など汎用的に用いられる言葉のみを用い

ると他ツールとの衝突が十分に考えられる．ファイル名に挿入されたツール名は一種の IDの役割を果

たせる．

最後に拡張子と書式に注目する．書式と拡張子が一致するファイル名に注目すると，事前定義名では

全体の 47%であったがユーザ定義名は 27%に留まった．事前定義名に拡張子を付加した名前が多い理

由として，開発者らの間で広く知られた拡張子が存在するのであればそれを明示的に付加する文化が形

成されているためであると考えられる．一方で広く知られた拡張子が存在しない書式を採用したファ

イルやディレクトリの名前はユーザ定義の場合が多く，ユーザ定義名のそれぞれ 36%，そして 17%で

あった．広く知られた拡張子が存在しない書式を用いるファイル名がユーザ定義名を付けられる場合が

多い理由は，環境ごとに異なる設定を利用するファイルがドメイン固有言語を用いている場合が多いた

めである．6.1.1節で述べたように，ユーザ定義名のファイルは同じ領域に対して環境に合わせた設定

をするために用意されている場合が多い．ユーザが独自に名前やパスを指定でき，固有言語を利用し
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ている設定ファイルとしてよく知られるものに，Dockerコンテナイメージのビルド手法を固有のコマ

ンドを用いて宣言的に定義する Dockerfile やビルドやテストランナーのひとつである Bazel の動作を

Starlarkで定義する *.bzl ファイルがある．このようなツールの設定においては，より表現の幅が広い

固有言語を用いて設定ファイルを記述している場合がある．

6.2 現状存在するプラクティス

本節では 5節および 6.1.1節で述べた結果を基に現状の OSSリポジトリ上に存在する設定ファイル

命名のプラクティスを整理し，それによって版管理リポジトリの構造を理解するうえで受けられる恩恵

を考察する．より受け入れられやすいガイドラインの提案には現状の考慮が必要なためである．

6.2.1 ツール名の挿入

設定ファイル名には対応するツールの名前を挿入するプラクティスが存在する．5.3節にて述べた通

り，設定ファイル名の 74%には対応するツールの名前が挿入されている．これは，すでに共通の認識

として形成されたプラクティスともいえる．

ツール名を設定ファイル名に付加すると得られる恩恵は複数存在する．まず，ツール名が IDとして

の役割を担える点である．ツール名が名前に挿入されていれば，各ファイルの利用目的が明確になるう

え，他のツールが用いる設定ファイルとの衝突や混在も回避できる．

また設定ファイルのグループ化に役立つ点も挙げられる．たとえば，Git に対する .gitignore や

.gitattributes のように単一のツールに対してそれぞれ異なる領域の設定を与える複数の設定ファイル

が版管理リポジトリ上で管理される場合がある．複数ファイルが同一のツールに対して利用されるとい

う意味的要素を挿入し，一つの構造として役立たせられる．

さらに，ツール名からファイルの利用タイミングを推測できる場合がある．例えば，CircleCI や

ClangFormatの設定ファイルはそれぞれ， .circleci/ と .clang-format である．これらのファイル名か

ら，それぞれ CI環境やフォーマッタに関わるファイルであると類推が可能である．

6.2.2 書式に対応する拡張子の付加

よく知られた拡張子が存在する書式で記述されたファイルには対応する拡張子を付加するプラクティ

スも確認できる．設定ファイルの多くは，構造化されたテキストファイルである．その構造化には JSON

や YAMLなどの標準化された書式 [22, 23]が利用されている場合が多く，これらの書式には標準の拡

張子が定められている場合もある．

OSやアプリケーションはテキストファイルの書式を拡張子によって判別し，これによって利用者は

シンタクスハイライトや補完などの恩恵を受けられる．UNIX 系 OS においては拡張子の付加がその
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ファイルの利用において任意であったほか，アプリケーションの設定ファイルによく用いられる名前と

して .<ツール名>rc と拡張子がない名前が使われるため，一部その命名方式を引き継ぐファイルが存

在している．しかしモダンな開発環境では拡張子の付加によって得られる恩恵が大きいため伝統的な命

名の採用には議論の余地がある．

6.2.3 ignoreファイルへの命名

本節では，設定ファイルに一般的な命名プラクティスではなく一部のファイルに対して見られたプラ

クティスを述べる．ツールの中には，リポジトリ上のファイルの一部をそのツールの監視や影響下から

例外的に外すための設定を行うファイルが存在する．ここではこれらのファイルを ignoreファイルと呼

ぶ．版管理リポジトリにおいて最もよく見られる ignoreファイルとしてGitの追跡から一部ファイルを

外す .gitignore がある．他にも，Dockerのイメージビルド時にコンテキストから除外するファイルを

記述する .dockerignore や ESLintに対して一部ファイルに警告を出さないよう設定する .eslintignore

が存在する．これら ignoreファイルには対応するツールはそれぞれ異なるものの命名やその書式に共

通点が存在する．

設定ファイル名に対する規則 収集した ignore ファイルの名前は .<ツール名>ignore の名前であっ

た．ツール名の付加というプラクティスが存在するが，後述の書式にはよく知られた拡張子は存

在しないためファイル名に拡張子は付加されない．

同一の書式 収集した ignoreファイルはすべて，表 2の Listに分類される．記述内容についても同様

であり，1行に 1つの globパターンに否定等の拡張を許すパス指定もしくはコメントであった．

これらの書式はコミュニティ上で.gitignore-style と呼ばれる場合もある．

これらは，設定ファイル全体というよりも，ignoreファイルに対して形成されたプラクティスである．

しかし，広く知られた共通認識である以上，ignoreファイルに向けてその他の設定ファイルと画一的な

ガイドラインを提案しても受け入れられにくいと考えられる．

6.3 ガイドラインの提案に当たっての議論

5節と 6.2節では，マイニング調査の結果を基に現状確認できるプラクティス，つまり多数派を観察

しそれらからガイドラインとしての提案事項を考察した．しかし，本研究で提案する内容がガイドライ

ンである以上，現状の命名においてプラクティスと呼べるような共通認識が存在しない観点についても

考察が必要である．
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6.3.1 ドットファイルを利用すべきか

設定ファイルをドットファイルとして版管理リポジトリ上で管理すべきかを考察する．図 4に示した

ように，ドットファイルであるような設定ファイル名は全体の 37%と少数派ではあるが，無視できる

量ではない．そこで，本節ではガイドラインの提案に向けた一定の指針を示唆する．

本稿ではドットファイルでの管理を積極的に採用するべきであると提案する．ドットファイルでの管

理で得られる恩恵として設定ファイルとその他のファイルの分離が挙げられる．本調査で用いたリポジ

トリのルートに存在するドットファイル名を調査したところ設定ファイルではないファイルの名前は

ドットファイル名全体のうち，11% (28/258)しか存在しなかった．つまり，ドットファイルであれば

設定ファイルであるという認識が存在すると考えられる．この認識はドットファイルが持つ隠しファイ

ルとしての特性に由来すると考えられる．設定ファイルのもつ役割上，意図しない編集を避ける必要が

あるほか開発者の多くが編集するプロダクトと関心を分離する必要もある．

また非ドットファイルでの管理の採用が消極的な理由であると考えられる点からもドットファイルで

の採用がよいと考えられる．本研究における調査はすべてファイル名の集合に基づいて実施した．その

ためプロジェクトで採用されているツール数や命名規則に対して数が増えているファイルの存在も考え

られる．例えば，図 6に示した Guided名がある．これらの名前にはそれぞれの開発プロジェクト名が

挿入されており，これらはほとんどの場合において唯一の名前となる．そのため，非ドットファイル名

が増加していると考えらえる．

非ドットファイルの採用が増えている原因として，事前定義名に対して情報を付加した命名の採用

もある．6.1.1 節で議論したように，同じ領域に対する設定を環境や用途ごとに用意する場合がある．

このとき，ファイルの命名は標準である事前定義名に対してユーザが独自に情報を付加するという方

法で命名している場合が多い．実際の例として Dockerfile がある．ファイルの自動同期ツールである

Syncthing の開発リポジトリ*4では，ビルド環境として Docker を利用し，そのイメージを記述した

Dockerfile を管理している．このとき，それぞれ異なる機能のビルドを実施するためにそれぞれに対

する Dockerfileを用意しており， Dockerfile.ursrv や Dockerfile.stupgrades など 7つのファイルがあ

る．いずれも Dockerfile.* という標準ファイル名に対して情報を付加するという規則に従っているため

非ドットファイルでの命名になっているといえる．

6.3.2 要素のセパレータや記述形式は何が適切か

命名に対して構文的な取り決めも議論する．現状のプラクティスとして 表 4に示す通り，デリミタ

を用いたファイル名の書式としてよく用いられるのは dot.anotationと chain-caseである．これに加え

*4 https://github.com/syncthing/syncthing/tree/6a3a28f Accessed at 2026/01/26
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て多くの場合，名前すべてを小文字で記述するファイル名がほとんどである．これは，UNIX系 OSの

ファイルシステムが case sensitiveであるのに加えて，サーチエンジンに対する最適化の文化が用いら

れていると考えられる [24]．

一方で snake_caseや CamelCaseを採用する設定ファイル名は少ないが，プロダクトに関連するファ

イルでは命名規約により用いられる場合が多い．具体的には Pythonのパッケージ名，つまりファイル

名は snake_caseであり [21]，C#では CamelCaseである．プロジェクト内のファイルの命名規則が一

貫していることの重要性はこれまで述べたとおりである．しかし，設定ファイル名がプロダクトに用い

られるファイル名の命名規則を同様に採用する点には議論の余地がある．理由としては，開発プロジェ

クトで用いられるプログラミング言語が単一とは限らない点や開発言語に対して横断的に利用される

ツールの存在がある．すると，設定ファイルに対して適用すべき命名規則がプロダクトファイルの命名

規則からは一つに限定できない．また，設定ファイルとプロダクトファイルの分離という面でもそれぞ

れ異なる命名規則を用いる恩恵がある．

ファイル名における記法以外にも，ディレクトリを用いていくつかの設定ファイルをグループ化する

行為も一種の命名であると考えられる．この場合，設定ファイルのフルパスを考えるとディレクトリ名

が要素に対応し，セパレータとしてスラッシュ（/）を用いているとも言える．この方法は設定ファイ

ルのパスをエンドユーザが決定できるツールで有効である．ルートディレクトリ上のファイル数を削減

できるためである．しかし，サブディレクトリに設定ファイル名の要素を閉じ込めるため一覧性が損な

われる場合もある．

6.3.3 ガイドライン提案の方針

ここでガイドラインの提案にあたる基本的な方針として定める．

単一リポジトリ内の設定ファイル間では単一の命名規則を採用する ソフトウェア開発にあたっては

様々な対象に対して命名が必要になる．多くの場合において対象ごとにどのように命名するかを

定めた命名規則が定められており，可読性や記述のしやすさの点からただ一つに定められている

場合がほとんどである．リポジトリ上の設定ファイルに対しても同様にただ一つの命名規則を定

める．本稿でも述べた通り，設定ファイルの命名に対する一貫性のなさが版管理リポジトリの構

造理解を妨げる一因であると考えられるためである．

設定ファイルとそうでないファイルを分別可能にする 版管理リポジトリには様々なファイルが存在す

るが，設定ファイルではないファイル，例えばソースコードやドキュメントはプロダクトの成果

物であり明らかに設定ファイルとは版管理リポジトリに設置される目的や意図が異なる．した

がって両者は分別されるべきである．

リポジトリルート上のファイル数を削減する プロジェクト構造の大まかな理解は，初めにリポジトリ
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ルートに現れるファイル名によって行われる．構造の理解という観点では情報量を絞る工夫が求

めれる．

設定ファイルが対応するツールがわかるようにする 設定ファイルの特徴として，開発環境で用いられ

る何らかの自動化ツールと結びつく点がある．構造把握という観点から設定ファイルの利用目的

が理解できる名前が望ましく，ファイルが結びつくツール名はその最たる例であるといえる．ま

た，調査の結果からもすでに開発者らの間で共通認識として存在するプラクティスである．

設定ファイルが用いる書式がわかるようにする 設定ファイルは多くの場合，構造化されたテキスト

ファイルである．内容の把握や編集の容易さの観点から書式を簡単に把握できるようにする命名

が必要である．書式の付加には拡張子を用いるべきである．すでにプラクティスとして存在する

うえに，アプリケーションから支援を受けるためにも必要な場合が多いためである．
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7 ガイドラインの提案

本章では調査によって判明した設定ファイルに対する命名プラクティスと，前章で議論した内容に基

づいて設定ファイルの命名に対して一定のガイドラインを提案する．

7.1 ドットファイルとしての管理

設定ファイルを版管理リポジトリ上で管理する場合，ドットファイルによる管理を提案する．版管理

リポジトリにおいてソースコードやテストコード，ドキュメントなどのプロダクトは非ドットファイル

で管理される場合がほとんどである．そのため，設定ファイルのドットファイルでの管理によりドット

ファイルとそうでないファイルの分離によって設定ファイルとそうでないファイルの 2つの関心を分離

できる．

7.2 ツール名の挿入

6.2.1節で考察した現状のプラクティスに基づき設定ファイルの命名に当たっては，対応するツール

の名前を挿入すべきである．ツール名の挿入はファイルの利用目的の明確化のほか，複数ファイルのグ

ループ化に役立つ．このためにツール名の挿入はファイル名の先頭にするべきである．また，ツール名

によってはファイルが利用される場面が名前から類推出来るようになる．

7.3 書式に一致する拡張子の付加

設定ファイルの記述用いる書式に一般的に知られている拡張子や標準で定められている拡張子が存在

するならば，それを設定ファイル名にも付加すべきである．拡張子の付加によって開発者らにとって内

容の把握が容易になるだけでなく，アプリケーションによるシンタクスハイライトや補完などの恩恵を

受けられる場合がある．また，設定ファイルの書式は構造化されたデータ記述形式である場合が多いた

め，書式がわかればそれらをソースコードなどのプロダクトから分離できる可能性もある．

7.4 セパレータの選択

設定ファイル名の形式をどのように選択するかを示唆する．第一にそのファイルが ignoreファイル

であるならば，他のファイルの命名規則に従って .<ツール名>ignore とすべきである．この命名につ

いてはすでに特殊なファイル群として共通認識が形成されているためである．

それ以外の場合，小文字を用いた chain-caseの採用を提案する．これは，他のスタイルガイドでも言

及されている [24]ように，case sensitiveであるシステム上での簡単のためである．flatcaseと比較し

てファイル名の意図が把握しやすい．また dot.notationが用いるドットは拡張子としての利用がすでに
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共通認識やアプリケーションの実装として存在するため，その明確化の観点から他の部分では別のセパ

レータを利用するべきである．

また設定ファイルが一つのリポジトリに複数存在し，かつファイルの設置ディレクトリを自由に決定

できる場合，ディレクトリを利用したグループ化を提案する．ルートディレクトリ上のファイル数を削

減し構造を明確化するためである．

以上の提案に基づいて 図 1の設定ファイル名またはパスを変更した様子を 図 9に示す．

図 1（再掲）NumPyリポジトリ（numpy/numpy）のルートディレクトリ

. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

.azure

.git -config

.meson

.azure

pipeline.yml

steps -windows.yml

.git -config

attributes

ignore

modules

mailmap

.meson

cpu

vendored options

build

図 9: 図 1にガイドラインの命名を適用した図
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8 関連研究

8.1 開発プロセスにおける命名に関する研究

開発プロセスで発生する様々な命名は様々な観点で調査されている．命名の対象は様々であるがその

中でも特に，ソースコード上に出現する変数やクラス，メソッドの名前である識別子をマイニングし，

調査する研究は数多く遂行されている．Bulterらは Javaソースコード中のクラス名に対する命名規則

をマイニングによって調査した [25]．Singerと Kirkhamは Javaクラス名をマイニングし，それらを

意味的に解析した [26]．Newmanらは C/C++，Javaなどの言語から識別子をマイニングし，それらに

対して意味論に基づいた構造を分類した [27]．Malikらは JavaScriptの関数名に対し，意味的解析を実

施してその識別子名に対して実態がどのようであるかを示唆する手法を提案した [28]．これらの先行研

究 [25, 26, 27, 28]が用いた調査手法の共通点として，識別子を構成する要素を意味的に分割し，それら

を解析している点である．本研究はこの手法を設定ファイル名に対して適用した研究である．

また，命名における規則の存在やそれらの順守が開発にもたらす影響についても調査が実施されて

いる [9, 10, 11]．Binkleyらはソースコードの識別子に対して適用された命名規則が開発者らのソース

コード理解に与える影響を調査した [9]．Allamanis らはコーディングスタイルの一貫性を高めるため

のフレームワーク NATURALIZEを提案した [10]．Heらは機械学習によってソースコード中の命名に

関する問題を検出するシステムである Namerを提案した [11]．

本研究では版管理リポジトリにおける設定ファイルに対する命名に注目し，リポジトリマイニング調

査を実施した．本研究の目的はソースコードやプロダクトであるソフトウェアのアーキテクチャに対す

る理解促進ではなく，開発環境に着目したリポジトリ全体の理解促進である．先行研究として，ソフト

ウェア構造をソースファイル名やディレクトリ構造から理解しようとする研究が存在する [29, 30]が，

本研究が注目した設定ファイルはこれまでその命名や構造理解のためには注目されていなかった対象で

ある [2]．

8.2 設定ファイルを対象とした研究

ソフトウェアに対する設定を調査する研究も数多く行われている．マイニング対象としてよく調査

されている設定ファイル群として Dockerfileが挙げられる [31, 32, 33, 34, 35]．Henkelらは GitHub

上の Dockerfileを収集する手法を提案し，そのデータセットを提供した [31]．Zhouらは Dockerfileを

解析し，暗黙的な Dockerfile記述上のルールとそれらに対する違反を検出するツールを提案した [32]．

Ksontini らは Dockerfile に対するリファクタリングに注目し，それらをマイニングおよび分析する

手法を提案した [33] また，Dockerfile のリファクタリングに対して現状を調査し，その自動化可能性

を考察した [34]．Rosa らはリンタによって検出された Dockerfile 上のコードスメルを調査した [35]．
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Dockerfile のほかにも，同じく宣言的にツールの動作を記述したファイルのひとつである Makefile も

調査されている [36]．Douglasと JamesはMakefileをマイニングしそれらを解析後，ファイルの保守

に必要な労力を推定した [36]．これらの研究は特定の設定ファイルに対し，従来ソースコードに対して

用いられてきた古典的な SE解析手法を適用した研究である．

特定のツールだけでなく，ソフトウェア開発において同じプロセスを自動化するツール群の設定を一

元的に調査や比較をする研究が実施されている [7, 37]．Bellerらは複数のソースコード静的解析ツール

に対する設定を調査し，その利用の現状を明らかにした [7]．Mazraeらは継続的インテグレーションお

よびデプロイメント環境を提供する複数のプラットフォームの設定を調査し，開発者らが用いる機能を

調査した [37]．

本研究は特定のツールやプロセスに限らず，版管理リポジトリ上のすべての設定ファイルに注目して

いる．一方で，本研究の調査においては設定ファイルの記述内容は詳細に解析していない．研究の目的

が，各設定を考察しそれらが与える影響を調査する点ではなく，リポジトリ構造の理解にあるためで

ある．
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9 妥当性への脅威

本研究の 4.1.1 節には妥当性への脅威が存在する．本研究で実施した調査はリポジトリマイニング

調査であり，データセットとして用いるリポジトリの選定によって調査結果が変化する可能性があ

る．リポジトリ選定におけるリポジトリの成熟具合を測るメトリクスとして，本調査ではリポジトリが

GitHub上で得たスターを用いた．しかしスター数はプロジェクトに対するプロモーションが影響する

可能性が指摘されており [38]，必ずしもリポジトリの成熟と強く相関しない可能性がある．他にリポ

ジトリの成熟を示すメトリクスとして当該リポジトリのフォーク数がある．Jiang らの調査によれば，

OSS の開発者らはリポジトリに対して機能追加などのプルリクエストを送信するためにフォークを作

成する場合が多い [39]．したがって，フォーク数の多いリポジトリは多くの貢献を受けておりより成熟

した一般的なプラクティスを観察できる可能性がある．
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10 おわりに

本研究では，版管理リポジトリ構造の整理を目的として設定ファイル名にガイドラインを提案した．

またガイドラインの提案にあたっては，マイニング調査によって現状存在する設定ファイルに対する命

名プラクティスを調査した．RQ1では設定ファイル名それぞれに対して対応するドキュメントの目視

調査を行い，設定ファイル名の多くがツール開発者によって事前定義されていると明らかにした．RQ2

では設定ファイル名をいくつかの要素で分析し，設定ファイルの命名に対するプラクティスとして対応

するツール名の挿入と拡張子の付加の 2つの存在を確認した．さらに調査によって発見した命名のプラ

クティスについてそれぞれが版管理リポジトリの構造理解にもたらす恩恵を考察しガイドラインを提案

した．

今後の課題として調査の細分化が挙げられる．本文中でも指摘した通り，版管理リポジトリが採用す

るディレクトリ構造や命名規則はそのプロジェクトで用いられるプログラミング言語やフレームワーク

によってさまざまである．本研究においては一つのプログラミング言語を一つのエコシステムとして扱

い，版管理リポジトリを収集した．しかし，近年のソフトウェアやWeb開発においては多様なフレーム

ワークが用いられておりそれぞれにおいて命名規則が異なる可能性がある．したがって，版管理リポジ

トリの収集において利用しているフレームワークなどのエコシステムに注目した細分化が必要になる．

他にも，ツールに注目した設定ファイル名の調査も考えられる．本研究の調査では，エンドユーザで

あるプロジェクトに注目した調査を実施した．しかし，様々な言語やエコシステムに横断的なツールの

存在や複数プログラミング言語を用いた開発の広まりを考慮すると，ツール開発者らの文化も設定ファ

イル名に多大な影響を及ぼしていると考えられる．

また，提案したガイドラインの評価も課題として考えられる．版管理リポジトリにおけるディレクト

リ構造の整頓や命名規則の提案は日々行われている．そのため本研究で提案したガイドラインに基づく

版管理リポジトリの整理を示唆し受け入れられるかを評価し適切であるかを確認する必要がある．
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