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Abstract
Docker has gained attention as a lightweight container-based vir-
tualization platform. The process for building a Docker image is
defined in a text file called a Dockerfile. A Dockerfile can be con-
sidered as a kind of source code that contains instructions on how
to build a Docker image. Its behavior should be verified through
testing, as is done for source code in a general programming lan-
guage. For source code in languages such as Java, search-based
test generation techniques have been proposed. However, existing
automated test generation techniques cannot be applied to Dock-
erfiles. Since a Dockerfile does not contain branches, the coverage
metric, typically used as an objective function in existing meth-
ods, becomes meaningless. In this study, we propose an automated
test generation method for Dockerfiles based on processing results
rather than processing steps. The proposed method determines
which files should be tested and generates the corresponding tests
based on an analysis of Dockerfile instructions and Docker image
layers. The experimental results show that the proposed method
can reproduce over 80% of the tests created by developers.

CCS Concepts
• Software and its engineering→ Software testing and debugging;
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1 Introduction
Docker has gained attention as a lightweight container-based vir-
tualization platform. Container-based virtualization enables the
execution of applications without additional software installation
in the local environment. This approach not only enhances repro-
ducibility and portability but also enables rapid deployment [11].

This work is licensed under a Creative Commons Attribution 4.0 International License.
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Due to these advantages, Docker is widely used in software devel-
opment [12]. Moreover, it has been leveraged as a way to ensure
reproducibility in academic research [2]. The process for building a
Docker image is defined in a text file called a Dockerfile. A Docker
image is built from this Dockerfile and a virtualized environment
called a container is built from the Docker image.

A Dockerfile can be considered as a kind of source code that
contains instructions on how to build a Docker image. The behav-
ior of Dockerfiles should be verified through testing, as is done for
source code in a general programming language. In Dockerfiles,
instructions that require network communication are frequently
executed. These include package installation instructions via pack-
age managers and downloads using the wget or curl command.
Consequently, system degradation is more likely to occur due to
external factors rather than the contents of a Dockerfile itself [6].
Henkel et al. found that 26% of the examined Dockerfiles on GitHub
failed to build [6]. Most of these failures were caused by changes in
external environments, such as changes in dependency resolution.
Creating tests for a Dockerfile can also be useful for preserving
behavior during Dockerfile refactoring.

Numerous automated test generation techniques have been pro-
posed to support the testing of software written in a general pro-
gramming language [1, 9]. Automatically generated tests are used
for degradation prevention and refactoring. Test generation tech-
niques involve providing various input values for the arguments of
methods and focusing on execution paths to maximize coverage. For
instance, EvoSuite [4], a search-based test generation tool for Java,
is commonly used. EvoSuite can generate tests with high cover-
age. Fraser and Arcuri reported that EvoSuite achieved 71% branch
coverage per class in large-scale empirical experiments [5]. Test
generation for Dockerfiles could also provide developer support.

However, existing search-based automated test generation tech-
niques cannot be applied to Dockerfiles because a Dockerfile does
not contain branches, only a single execution path. As a result, the
coverage metric, which is typically used as an objective function in
existing search-based testing, becomes meaningless. Therefore, the
fundamental concept of exploratory testing cannot be applied. A
different approach is thus required.

In this study, we propose an automated test generation method
for Dockerfiles. The key concept of the proposed method is to gen-
erate tests based on processing results, rather than processing steps.
A Docker image built from a Dockerfile is considered as a set of
effects produced by the Dockerfile. Based on an analysis of Docker-
file instructions and Docker image layers, it is determined which
files should be tested and the corresponding tests are generated.
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# Set the base image
FROM debian:latest
# Install Python
RUN apt -get update && \

apt -get install -y \
python3

# Copy main.py
COPY main.py .
# Execute the script
# when starting a container
CMD ["python3", "main.py"]

(a) Example of Dockerfile

FROM

RUN

COPY

File
Layer

(b) Built Docker image

Figure 1: Build execution example

Experimental evaluation confirms that the proposed method can
reproduce over 80% of the tests created by developers.

2 Preliminaries
2.1 Dockerfile and Layers
A Dockerfile is a text file that describes the steps required to build
a Docker image. Figure 1(a) shows an example of a Dockerfile that
contains instructions to set up a Python runtime environment and
execute main.py. First, the FROM instruction specifies the base
image, which serves as the foundation of the Docker image. Next,
the RUN instruction executes shell commands to install Python
using a package manager. Then, the COPY instruction copies the
local main.py file into the image. Finally, the CMD instruction sets
the shell command to be executed when the container starts. As
shown in Figure 1(a), multiple shell commands can be executed in
the RUN section by using the shell operator &&. Figure 1(b) shows
the Docker image built from the Dockerfile in Figure 1(a). A Docker
image can be considered as a snapshot of the configured environ-
ment. A container, which is a virtual environment, is created from
a Docker image.

A Docker image is composed of layers. Each layer corresponds to
an instruction in a Dockerfile. During the build process, Dockerfile
instructions are executed sequentially from top to bottom. Each
instruction generates a new layer that stores added, changed, and
removed files. For the Dockerfile shown in Figure 1(a), the build
process begins with the execution of the FROM instruction. As
shown in Figure 1(b), the layer created by the FROM instruction
contains a large number of files required by the base image. Next,
when the RUN instruction is executed to install Python, a new layer
is added. This includes the python3 binary along with related files
and cached files generated by apt-get. Following this, the COPY
instruction creates an additional layer, where the main.py file is
added. Finally, the CMD instruction sets metadata for the image
without changing the filesystem, so no additional layer is created.
These layers are transparently overlaid to form a unified file system.

2.2 Container Structure Tests
Container Structure Tests (CST) 1 is a testing framework for Dock-
erfiles. It can be used to verify the output of shell commands in a
container and the existence of files. The framework supports six
types of test:

• commandTests: Verify output of a shell command
1https://github.com/GoogleContainerTools/container-structure-test

commandTests:
- name: 'check python3 '

command: 'python3 '
args: ['--version ']
expectedOutput: ['3\.11\..* ']

fileExistenceTests:
- name: 'check main.py'

path: 'main.py'
shouldExist: true

metadataTest:
cmd: ['python3 ', 'main.py']

Figure 2: Example of test using CST for Dockerfile shown in
Figure 1(a)

• fileExistenceTests: Confirm existence of a file
• fileContentTests: Inspect contents of a file
• metadataTest: Verify Docker image’s metadata
• licenseTests: Check copyright files
• globalEnvVars: Verify environment variables

Figure 2 shows an example of a test using CST for the Dockerfile
shown in Figure 1(a). Here, we refer to a CST test unit as simply a
test case. Figure 2 shows three test cases. The first test case, belong-
ing to commandTests, verifies whether the Python runtime was
correctly installed by running python3 --version and checking
that the version is 3.11. The second test case, belonging to fileExis-
tenceTests, confirms the existence of main.py added by the COPY
instruction in the Docker image’s filesystem. The third test case,
belonging to metadataTest, ensures that the shell command speci-
fied by the CMD instruction is correctly configured. In this study,
CST is employed for testing Dockerfiles.

2.3 Automated Test Generation and Related
Challenges

Automated test generation is a technique that generates unit tests
from source code in a bottom-up manner. Various automated test
generation tools have been proposed for different programming
languages. For example, EvoSuite [4] was proposed for Java and
Pynguin [8] was proposed for Python. The goal of test generation
is to cover as many execution paths as possible based on search.
For instance, EvoSuite adopts a genetic algorithm to search various
input data to maximize coverage. Search-based test generation
assumes that the sufficiency of test cases can be measured by code
coverage.

However, existing search-based test generation techniques are
not applicable to Dockerfiles because a Dockerfile does not con-
tain conditional branches, only a single execution path. As a result,
coverage as an objective function becomes meaningless. Thus, the
search process, which is fundamental to automated test genera-
tion, cannot be applied. A different approach is thus required for
automated test generation for Dockerfiles.

3 Proposed Method
3.1 Overview
In this study, we propose an automated test generation method
for Dockerfiles to provide support for Docker developers. The key
concept of our method is to generate tests based on the execution
results rather than execution procedures. Figure 3 shows the differ-
ence between existing automated test generation and the proposed
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Existing methods

Covered statement

Uncovered statement

Proposed method

Verified file

Unverified file

/bin/java

/etc/passwd

/tmp/maven.zip

Control flow
Image layers

Figure 3: Concept of proposed automated test generation

approach. Existing approaches for general programming languages
focus on coverage based on execution procedures. In contrast, the
proposed method attempts to generate tests based on execution
results, specifically from a Docker image. There is a similar concept
in test quality evaluation, where a set of program effects is defined
and the proportion of effects validated by assertions is regarded as
a measure of test quality [7, 10].

As explained in Section 2.1, each layer of a Docker image corre-
sponds to an instruction in a Dockerfile. Thus, files in a layer can be
considered as a collection of effects produced by Dockerfile instruc-
tions. Verifying the match between these effects and the expected
results allows sufficient confirmation of a Dockerfile’s behavior.
However, tests that verify all effects not only have a high execution
cost but also become sensitive to degradation. Automatically gen-
erated tests tend to be more fragile than manually created tests [3].
Therefore, the proposed method selects test targets based on im-
portance, which is determined based on the Dockerfile instructions.
Finally, tests are generated in CST format (see Section 2.2).

3.2 Procedure
Figure 4 shows the overall procedure of automated test generation
by the proposed method. The method consists of the next five steps.

3.2.1 S0. Building. In this step, a Docker image is built from a
Dockerfile. In a Dockerfile, multiple shell commands can be written
in the RUN section by using &&. In the proposed method, the RUN
section is split into multiple instructions before the Docker image
is built. This operation is used to break down the effects within
layers and improve the accuracy of selecting test targets.

3.2.2 S1. Enumeration of Test Targets. The effects of the Dockerfile
are enumerated from the Docker image build in S0. These effects
are categorized into two types: metadata of the Docker image itself
and files within the image layers. Metadata are obtained using the
docker inspect command, which provides detailed information
about the Docker image. Files are enumerated by extracting all files
from each layer of the Docker image.

Additionally, Dockerfile instructions are recorded. The recording
covers eight instructions that configure metadata, such as CMD, as
well as four instructions that create layers: FROM, ADD, COPY, and
RUN. For layer-creating instructions, their arguments and other
relevant information are linked to the corresponding layers. The
recording results are used in the next step to select test targets.

Dockerfile
Docker image

S0. Building

Test

S1. Enumeration of test targets

S2. Selection of test targets

S3. Determination of test viewpoints

S4. Acquisition of expectations

Test target file

Non-test target file

Executable file

Non-executable file

Proposed 

method

Figure 4: Flow of test generation by proposed method

3.2.3 S2. Selection of Test Targets. The test targets enumerated in
S1 are selected based on the Dockerfile instructions. This step aims
to reduce the test execution cost and test fragility by limiting the
Dockerfile effects. The number of effects in a layer varies signifi-
cantly depending on the instruction that created it. For instance, a
layer created by a COPY instruction that copies a single file con-
tains only one file. In contrast, a layer corresponding to a FROM
instruction or a RUN instruction that installs packages may contain
thousands of files. Generating test cases for all such effects would
result in a sufficiently comprehensive but excessive test set that
checks unnecessary effects. To address this issue, the effects that
should be tested are determined based on their importance.

For this selection, we set heuristic-based scoring rules. The scor-
ing rules consist of 2 rules for metadata and 18 rules for files. The
metadata scoring rules are shown in Table 1 and the file scoring
rules are shown in Table 2. We created these rules based on inves-
tigations of developer-created tests using CST in 10 projects on
GitHub. We assumed that the tested targets reflected what develop-
ers considered important. The rules were designed based on both
tested and untested targets, so that frequently tested targets receive
higher scores while untested ones receive lower scores. After scores
are assigned to all effects, only effects whose scores exceed a thresh-
old are considered for test generation. The number of generated
tests can be adjusted by changing this threshold.

Table 1: Scoring rules for metadata

Condition Score
Set by Dockerfile instruction 10
Obtained from docker inspect command 8
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3.2.4 S3. Determination of Test Viewpoints. In this step, the test
viewpoints for the effects selected in S2 are determined. The cor-
rectness of the metadata configuration is verified using the CST’s
metadataTest. The approach for testing files differs between exe-
cutable and non-executable files due to their distinct properties. For
executable files, commandTests are used to verify existence using
a command such as which and check the version using options. On
the other hand, for non-executable files, fileExistenceTests are used
to check existence along with the absolute path. These tests were
determined by examining the tests created by developers, similar
to the scoring rules of S2. Note that executable files are defined as
those with execution permissions within directories specified in
the environment variable PATH. Non-executable files are defined as
all other files.

3.2.5 S4. Acquisition of Expectations. To generate tests based on
the test viewpoints defined in S3, expectations need to be obtained.
Similar to existing automated test generation, the expectations
are determined in a bottom-up manner. When generating com-
mandTests, the execution of commands on a container is required
to obtain the expectations. To obtain the expectations for existence
verification, the which command is run in the container with the ex-
ecutable’s filename. The output is then checked. If the executable’s
path matches the output, an existence verification test case is gen-
erated. The process then moves on to obtain the expectations for
version verification. If the executable’s path differs from the output,
a test case is generated as part of fileExistenceTests rather than
commandTests. To obtain the expectations for version verification,
a command with the option --version, -version, or -V is exe-
cuted in the container. This checks the executable’s version. Once
the output contains a string assumed to be the version, a test case
is generated using the option and detected version. In contrast, a
test case usingmetadataTest or fileExistenceTests can obtain expec-
tations from the Dockerfile or Docker image. Therefore, execution
in the container is not needed.

Table 2: Scoring rules for files

Condition Score
Path matches ADD or COPY destination 9
Located under ADD or COPY destination directory 3
Filename matches arguments of a command in RUN 5
Path includes arguments of a command in RUN 2
Path includes base image name or keyword 3
Set as a working directory 3
Set in environment variables 2
Located under directories listed in PATH 2
Path includes /bin/ 3
Path includes /etc/ 3
Path includes /conf/ 3
Filename ends with .sh 3
Generated by FROM -5
Deleted -10
Path starts with /var/lib/apt/lists/ -10
Path includes /tmp/ -10
Path includes /cache/ -10
Path includes /log/ -10

4 Evaluation
4.1 Overview
To examine the performance of the proposed method, the following
two experiments were conducted:
Experiment 1: Investigation of sufficiency of generated tests
Experiment 2: Investigation into whether developer-created tests
can be reproduced by proposed method

The objective of Experiment 1 was to measure coverage, which
indicates whether the proposed method can generate sufficient
tests. This was assessed by examining whether test cases were
produced for all test targets. In this experiment, we considered the
generated tests to be sufficient if the test cases covered more than
95% of files within image layers. The objective of experiment 2 was
to investigate how many test cases equivalent to those created by
developers can be generated for each threshold. This experiment
can also be regarded as an evaluation of the effectiveness of the
filtering mechanism in S2.

For the experiment, 10 open-source software projects that uti-
lize CST for testing a Dockerfile were used. An overview of these
projects is shown in Table 3. To ensure diversity, each project had a
distinct primary contributor. If a project contained multiple Docker-
files, only one was selected for the experiments. Projects that used
CST were used to allow comparison of the automatically generated
tests with manually created tests in Experiment 2. The developers
created 25 metadataTests, 34 commandTests, 47 fileExistenceTests,
and 14 fileContentTests, for a total of 120 test cases. Typically, a
metadataTest is counted as a single test case that verifies multiple
items of metadata. However, in the experiments, the number of
metadataTestswas counted based on the number of metadata items
verified. The source code of the proposed method, details of the
projects used in the experiments, and the experimental results are
available at https://zenodo.org/records/15023363.

4.2 Experiment 1: Sufficiency
4.2.1 Method. The purpose of this experiment was to confirm
the sufficiency of the automatically generated tests. To achieve
this, we examined whether test cases were generated for all files
within a Docker image’s layers. This experiment was conducted
without selecting test targets in S2. First, tests were generated
using the proposed method without performing S2 for all 10 open-
source software projects. Next, the proportion of non-executable

Table 3: Open-source software projects used in experiments

Project name Image size #Tests
zephinzer/cloudshell 29.8 MB 6
corretto/corretto-docker 378 MB 4
royge/deployer 407 MB 8
appwrite/docker-base 1.11 GB 37
jenkins-infra/docker-builder 2.11 GB 36
drecom/docker-rockylinux-ruby 1.12 GB 3
airdock-io/docker-sonarqube-scanner 108 MB 6
googleapis/testing-infra-docker 3.87 GB 9
liatrio/knowledge-share-app 125 MB 5
sassoftware/viya4-iac-aws 2.32 GB 6
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98.9%
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1.1%
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Executable files

Non-executable files

Tested Not Tested

(271,433 files)

(6,000 files)

Figure 5: Coverage of generated tests across all 10 projects

files targeted by fileExistenceTests was determined. For executable
files, the percentage targeted by commandTests was determined.

4.2.2 Results. The results of Experiment 1 are shown in Figure 5.
As can be seen, fileExistenceTestswere generated for all non-executable
files and commandTests were generated for most of the executable
files. As over 95% of both file types were targeted, the generated
tests were considered sufficient. An examination of the generated
test cases revealed that 49.7% of the tested executable files had
only their existence verified. Among them, 95% were executable
files that did not provide any option to check their version. The
remaining executable files had version-check options, but their ver-
sion verification test cases were not generated due to unsupported
option formats or exit codes in the proposed method. Since their
behavior was not verified by executing them, these files should also
be tested by running the commands. On the other hand, 1.1% of
the executable files were not included in the test targets of com-
mandTests. These files were excluded because their location could
not be confirmed using the which command in the container. For
such executable files, fileExistenceTests were generated instead of
commandTests.

4.3 Experiment 2: Reproducing
developer-created tests

4.3.1 Method. Experiment 2 was used to investigate how many
test cases equivalent to those created by developers can be gener-
ated for each threshold. In other words, this experiment evaluated
the selection of test targets in S2. First, tests were generated us-
ing the proposed method for various thresholds and the number
of generated test cases was counted. Next, we manually verified
how many of the generated test cases were equivalent to those
created by developers and calculated precision and recall. In this
experiment, test cases that completely matched or had the same
targets and testing intent, as shown in Figure 6, were considered
equivalent. We defined a complete match as a condition in which
both the targets and assertions of the developer-created and the
automatically generated test cases are identical. Regarding the test-
ing intent, test cases in commandTests that verify existence using
a command such as which, as well as those in fileExistenceTests,
were classified as existence verification test cases. Similarly, test
cases in commandTests that check version using command line
options were classified as version verification test cases. When the
classification of testing intent was same between developer-created
and automatically generated test cases, they were considered to
have the same intent. Although some test cases in fileExistenceTests
might have included checks for execution permissions along with

fileExistenceTests:
- name: "Make"

path: "/usr/bin/make"
shouldExist: true
isExecutableBy: "any"

(a) Test case used to verify existence using fileExistenceTests

commandTests:
- name: 'check make'

command: 'which '
args: ['make']
expectedOutput: ['/usr/bin/make']

(b) Test case used to verify existence using commandTests

Figure 6: Example of test cases regarded as equivalent
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Figure 7: Number of generated test cases for appwrite/docker-
base

file existence, all such test cases were uniformly categorized as
existence verification test cases.

Here, we discuss the results for the number of generated test
cases using the project appwrite/docker-base. This project was
chosen as an example because its Docker image size is close to
the average among those used in the experiments. Note that the
manually created tests were regarded as the ground truth in this
experiment, even though reproducing them does not necessarily
imply the ability to detect degradation.

4.3.2 Results. The results of applying the proposed method to the
project appwrite/docker-base are shown in Figure 7. The Docker-
file builds a Docker image with a size of 1.11 GB and 14,735 files.
We confirmed that adjusting the threshold allowed the number of
generated test cases to be tuned from approximately 10,000 to just a
few. Similarly, the number of test cases could be reduced to a dozen
or just a few for the other Dockerfiles.

Figure 8 shows the results of the comparison of the tests gener-
ated by the proposed method with those created by developers. The
overall results for all 10 projects used in the experiment are shown.
The recall for a threshold of 0 shows that the proposed method
reproduced over 80% of the developer-created tests. However, the
precision at this threshold was nearly 0, indicating an excessive
amount of generated test cases. At the intersection of the precision
and recall curves, the recall was approximately 0.3. This issue is
likely due to a problem with the scoring rules in S2. To achieve
higher recall, it is necessary to improve the rules.
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Figure 8: Precision and recall of automatically generated tests
compared to manually created tests for all 10 projects

commandTests:
- name: "jq installation"

command: "jq"
args: ["--version"]
expectedOutput: ["jq -1.6"]

(a) Test case created by developers

commandTests:
- name: 'check jq version: RUN mv jq-linux64 /usr...'

command: 'jq'
args: ['--version ']
expectedOutput: ['1\.6']

(b) Test case generated by proposed method

Figure 9: Example of equivalent test cases

An example where the proposed method generated test cases
equivalent to those created by developers is shown in Figure 9. Fig-
ure 9(a) was created by the developer and Figure 9(b) was generated
by the proposed method. Both of these test cases check the version
of the jq command and thus have the same intention.

On the other hand, 19 test cases created by developers could not
be generated by the proposed method. An analysis of these test
cases revealed that they could be classified into the following three
categories:

(1) File contents verification: 14 test cases
(2) Detailed command information verification: 4 test cases
(3) Integration-test-like verification: 1 test case

At present, the contents of files are not included in the scope of
our method. Thus, test cases that verify file contents were not
generated. Since such test cases account for about 10% of the total,
their generation will be a priority in future work. An example of test
cases that verify detailed information of a command is checking
for extension modules. This is a rare case and thus should not
be prioritized in future work. Integration tests that verify both
an environment variable and a command version together were
also not generated by the proposed method. Since the proposed
method generates unit tests, test cases that verify each component
individually were generated.

5 Conclusion and Future Work
In this study, we proposed an automated Dockerfile test generation
method. This method is based on the processing results rather
than the processing steps. Through evaluation experiments, it was
confirmed that the proposed method can generate test cases for
most effects of Dockerfiles. It was also found that the method can
cover more than 80% of the test cases created by developers.

In future work, two significant challenges need to be addressed.
The first challenge is to improve the proposed method. A specific
improvement is the expansion of the scoring rules to enhance the
accuracy of test selection. In addition, the generation of test cases
that verify the contents of files should be added. The second chal-
lenge is to investigate the effectiveness of the tests generated by the
proposed method. Although we conducted the experiment using
developer-created tests in this paper, this is insufficient to evaluate
the effectiveness of the generated tests. Therefore, it is necessary
to verify the tests’ ability to detect degradation. Furthermore, the
excessiveness, or fragility, of the tests should be examined.
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