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Abstract. Code completion is one of the techniques used for realizing
efficient code implementations. Code completion means adding the lack-
ing code required for finishing a given task. Recently, some researchers
have proposed code completion techniques that are intended to support
code reuse. However, these existing techniques are designed to support
the following programming steps. They cannot add necessary code in
already-implemented code lines. In this research, we first investigate how
often developers forget to write the necessary code in their programming
tasks. We also investigate the extent to which opportunities of code reuse
are increased by considering middle code completion. To investigate mid-
dle code completion, we propose a new technique that leverages type-3
clone detection techniques. We conducted a controlled experiment with
nine research participants. As a result, we found that the participants
had forgotten to write the necessary code in 41 of 51 (80%) programming
tasks. We also found that the proposed technique was able to suggest use-
ful code by middle code completion in 10 of 41 (24%) programming tasks
for which the participants had forgotten to write the necessary code.

Keywords: Code completion, Clone detection, Static analysis.

1 Introduction

Code completion is one of the techniques that promote efficient code implemen-
tation. Code completion adds the code that developers are going to implement
by acting on their triggers. Developers do not need to write all the code they
need if they use the code completion functions in their integrated development
environments (IDEs). Consequently, the cost of code implementation can be re-
duced by using code completion appropriately. Currently, IDEs generally have
their own code completion functions [1,2,3]. Many developers actually use code
completion functions in software development [13].

Recently, several techniques have shown that code completion is useful for pro-
moting code reuse [7,8,14]. If we use existing code completion techniques for code
reuse, we can obtain code following the half-written code that we have. How-
ever, existing techniques do not consider complementing already-implemented
code lines with the necessary code. It often happens that developers forget to
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(a) Half-written method (b) Code completion for following code

(c) Code completion for middle and fol-
lowing code

(d) Base method for suggesting candi-
date statements to the method

Fig. 1. Examples of code completion

write the necessary code in their tasks. Consequently, if we consider the mid-
dle code in code completion, the opportunities of code completion should be
increased and developers can implement more reliable code more efficiently.

In this research, we examine how often developers forget to write the neces-
sary code in their implementations. We also investigate the extent that comple-
menting with middle code increases code reuse. Then, we propose a new code
completion technique, which can add both the middle and the following code.
The proposed technique leverages type-3 clone detection techniques to identify
code to be used to complement.

The aforementioned items were investigated by conducting a controlled ex-
periment with research participants. In the experiment, all the participants were
given tasks of code implementations, and their PC screens were captured as
video. By using the videos, we found that the developers had forgotten to write
the necessary code in 80% (41/51) tasks. We also found that the proposed tech-
nique was able to suggest reusable code in 63% (32/51) tasks and 31% (10/32)
of them were for the middle code.

The remainder of this paper is organized as follows. Section 2 shows a mo-
tivating example of this research, introduces two research questions (RQs) for
investigation, and explains some terms used in this paper. Section 3 explains our
proposed technique. Section 4 describes the experiment conducted for answering
the RQs. Lastly, Section 5 concludes this paper.

2 Preliminaries

This section plays a preliminary role in this paper. First, we explain the moti-
vation of this research. Then, we introduce some terms used in this paper.

2.1 Motivating Example

Figure 1(a) shows a half-written method. In this case, the developer is writing
code to obtain the X-Y coordinates of the upper left and lower right corners of
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a given rectangle and to return them in the determined form. If she/he uses ex-
isting code completion techniques (e.g., [15]), the code following the half-written
code complements it as shown in Fig. 1(b). As a result, she/he can obtain two
program statements that retrieve the lower right corner and another statement
that translates the coordinates into the String form. She/he can avoid writing
all the statements in the method by applying the code completion technique.

However, complementing with code following the half-written code is not suf-
ficient to implement reliable code efficiently because it is possible that developers
occasionally forget to write some necessary code. For example, developers often
notice that they forgot to write error-checking code for the formal parameters
of methods when they see NullPointerException. If code completion techniques
consider not only the code following the half-written code but also the middle
code in the half-written code, developers can implement more reliable code more
efficiently. Figure 1(c) shows an example. If code completion techniques consider
the middle code, too, we obtain null checking code for the formal parameter.

In this research, we investigate the following research questions related to code
completion for the middle code.

RQ1. How often do developers forget to write the necessary code?
RQ2. To what extent is code reuse promoted by middle code completion?

2.2 Terms

In this paper, a half-written method where code completion is performed is
called a target method, program statements suggested as completion candi-
dates are called candidate statements and methods used to identify candidate
statements are called base methods.

If we apply the definitions to Fig. 1, the method getRectCoords is a target
method. In Figs. 1(b) and 1(c), some program statements, which are in the bal-
loons, are suggested to the developers. These are called candidate statements. To
suggest candidate statements to the developers, the proposed technique lever-
ages the information of the other methods. In the example, the method shown
in Fig. 1(d) was used. Thus, this method is called a base method.

As shown in Figs. 1(a) and 1(d), base methods include all the program state-
ments in the half-written method. In other words, half-written code is a type-3
clone1 of the base methods and some extra statements are in the base meth-
ods. In this research, base methods are called the super-clones of the target
method. The proposed technique complements half-written code with both the
middle and following code by detecting its super-clones.

3 Code Completion for Middle Code

In this research, we propose a new code completion technique that complements
with both the middle and the following code. Figure 2 shows an overview of

1 Bellon et al. defined type-3 clones as follows: “type-3 is a copy with further modifi-
cations; statements were changed, added, or removed.” [4]
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Fig. 2. Overview of the proposed technique

the proposed technique. The proposed technique extracts methods from given
source files and the information obtained by analyzing the methods is stored in a
database. Once the database is created, the proposed technique can suggest can-
didate statements for every completion position in a given half-written method.
When a developer chooses a candidate statement, the statement is added at the
suggested position in the half-written method. The proposed technique continues
to suggest candidate statements as long as not all of the candidate statements
are chosen by the developer.

As shown in Fig. 2, the proposed technique consists of the following three
procedures. PROCEDURE-A extracts methods from a target set of source files
and converts each of the methods into a list of statements. Next, it generates
information such as a hash value from each statement and stores the information
in a database. The information is used to detect super-clones.

PROCEDURE-B first obtains the information of statements included in a given
target method by analyzing it. Second, it detects super-clones from the database.
Third, it finds candidate statements in the super-clones (base methods). State-
ments of a base method are classified into two types: one is a set of statements
that are common to the statements in the target method; the other is a set of
statements that do not correspond to any statement in the target method. The
latter statements are regarded as candidate statements. Finally, these candidate
statements are ranked and suggested to the developers in the order of their rank.

PROCEDURE-C inserts a candidate statement selected by the developer. After
inserting the statement, the proposed technique continues to suggest other can-
didate statements in the target methods. This allows developers to continue to
insert multiple candidate statements as long as they want. If they do operations
other than selecting suggested candidate statements, the proposed technique
stops suggesting candidate statements.

To perform PROCEDURE-B based on the developer’s demands, the database
needs to be created by performing PROCEDURE-A in advance. PROCEDURE-A
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is performed only once to create the database. In contrast, PROCEDURE-B is per-
formed every time a developer looks for candidate statements. Similarly,
PROCEDURE-C is performed every time a candidate statement is selected.

4 Experiment

To provide answers to the RQs, we conducted a controlled experiment with nine
research participants. In this experiment, we used UCI source code data set2

for creating a database for code completion. The UCI dataset is a collection
of open source software that is open to the public on the Web. The size of the
UCI dataset is huge: it includes 13,192 projects, 2,127,877 Java source files, and
20,449,896 methods.

We need to identify the code that the research participants forgot to write
to answer the RQs. In this experiment, forgotten code was defined as follows:
a chunk of program statements written into the front or the middle of already-
written program statements.

Research participants were one research associate, two PhD candidates, and
six master’s course students. All of them belonged to the same department as the
authors. All of them had at least a half-year experience in Java programming.
Their Java experiences were gained from their classes and research activities.

Each research participant was provided six tasks and she/he implemented a
Java method to meet the specification. For each task, the participants were given
a method signature and Javadoc comments. The method signature consisted of
modifiers, a return type, a method name, parameters, and a throws clause. The
Javadoc comments contained descriptions on the specification of the method.

4.1 Procedure

Firstly, the authors performed PROCEDURE-A of the proposed technique to
create a database for code completion. It took approximately 2 hours to complete
these operations.

Secondly, the research participants implemented Java methods according to
the specifications of given tasks. They used a workstation equipped with an en-
vironment for recording motion captures. We used CamStudio3 for recording the
participants’ screens. Windows Server 2008 R2 was installed in the workstation,
and each participant logged in by using the Remote Desktop function.

We imposed no restrictions for the participants’ implementations. They im-
plemented Java methods as always. Some test cases had been prepared for each
task. If a participant’s implementation passed all the test cases, we judged that
the implementation met the specification.

Thirdly, we investigated the motion pictures. In the investigation for RQ1,
we watched all of each motion picture to check the order of program statement
implementations. In the investigation of RQ2, we obtained the half-written code

2 http://www.ics.uci.edu/~lopes/datasets/
3 http://camstudio.org

http://www.ics.uci.edu/~lopes/datasets/
http://camstudio.org
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from the motion pictures. Then, we input the obtained half-written code into our
tool for checking whether the tool was able to suggest any code for completion
and compared the suggested code and the participants’ full-written code. In the
investigation, half-written code was obtained every time that a new program
statement was implemented.

4.2 Investigation for RQ1

Table 1 shows the participants who forgot to write the necessary code on their
tasks. Each circle (“◦”) means there were one or more program statements that
the participant forgot to write, and a hyphen (“-”) means the recording of the
motion picture failed for that the participant’s task. The number of total tasks
was 54 (6 tasks × 9 participants) but the recording motion pictures of three
participant’s tasks failed. We were not able to obtain any data from the failed
tasks.

Table 1 shows that the participants forgot to write the necessary code in 41
out of 51 tasks. Such tasks are approximately 80% of the total number of tasks.
In addition, we found the following phenomena.

– All the participants forgot to write the necessary code on at least two tasks.
– At least four participants forgot to write the necessary code on all the tasks.

Consequently, our answer to RQ1 is as follows: research participants forgot to
write the necessary code in approximately 80% of the implemented methods.

4.3 Investigation for RQ2

Table 2 shows the participants and tasks for which the proposed technique was
able to suggest code equal to each participant’s final implementations. We judged

Table 1. Tasks and participants having
forgotten code (“◦” means one or more
program statements were forgotten, and
“-” means recording of the motion pic-
ture failed)

T1 T2 T3 T4 T5 T6 Total

P1 - ◦ ◦ ◦ 3
P2 ◦ ◦ ◦ ◦ ◦ ◦ 6
P3 - ◦ ◦ ◦ ◦ 4
P4 ◦ ◦ ◦ ◦ ◦ ◦ 6
P5 - ◦ ◦ ◦ ◦ 4
P6 ◦ ◦ ◦ ◦ ◦ ◦ 6
P7 ◦ ◦ ◦ ◦ ◦ ◦ 6
P8 ◦ ◦ ◦ ◦ 4
P9 ◦ ◦ 2

Total 5 8 7 9 4 8 41

Table 2. Tasks and participants for
which the tool was able to suggest cor-
rect candidates (“◦” and “•” mean cor-
rect following code and correct middle
code were suggested, respectively.)

T1 T2 T3 T4 T5 T6 Total

P1 - ◦ ◦ ◦ •◦ 4
P2 •◦ •◦ •◦ ◦ •◦ 5
P3 - ◦ • 2
P4 ◦ ◦ •◦ •◦ 4
P5 - ◦ ◦ 2
P6 ◦ ◦ 2
P7 •◦ •◦ ◦ ◦ ◦ ◦ 6
P8 ◦ ◦ 2
P9 ◦ ◦ ◦ ◦ ◦ 5

Total 6 4 4 5 4 9 32
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the semantically equal code to also be correct. “Semantically equal” means sug-
gested code that has different syntax from the participant’s final code but has
the same semantics. For example, if the tool suggests “if(i - 1 > j)” and
the participant’s final code is “if(i > j + 1)”, their semantics are the same.
White circles (“◦”) and black circles (“•”) mean the tool was able to suggest
correct code following the half-written code or correct code in the middle of the
half-written code, respectively.

The table shows that the tool was able to suggest correct code for 32 tasks.
Those tasks are 63% (32/51) of all the participants’ tasks. In addition, the tool
was able to suggest correct code in the middle of the half-written code for 10
participants’ tasks, which are 24% (10/41) of the tasks where participants forgot
to write the necessary code. The tasks where the tool suggested the correct
middle code are 31% (10/32) of the tasks where the tool suggested the correct
code.

We can see that the tool was able to suggest the correct code for at least two
tasks for all of the participants. Especially, for participant P7, correct candidates
were suggested for all tasks. Also, for task T6, the tool was able to suggest the
correct code for all of the participants.

Our answer to RQ2 is as follows: for 24% (10/41) of the users’ tasks, the
proposed method was able to suggest correct code for the forgotten code.

4.4 Discussion

The proposed technique suggests code included in the database, which means
that code completion by the proposed technique makes code clones between
the code in the database and the user’s development system. The presence of
code clones is said to be one of the factors that makes software maintenance
more difficult. Some research studies have shown that code clones are harmless
[6,10,12]. On the other hand, other studies report that only a small part of code
clones are harmful to software maintenance [5,9,11]. In the proposed technique,
the source code used for creating the database is very important. If we make
reliable code that is well tested or executed for a long time for creating the
database, the proposed technique can suggest code based on such reliable code.
Clones of reliable code are not harmful because clones only become harmful when
they require simultaneous modifications. Identifying all the code fragments to
be modified simultaneously is a costly and error-prone task, and unintentional
inconsistencies occur if we forget to modify some of these code fragments [6].

Consequently, we can say that the proposed technique promotes the gener-
ation of code clones without problems if we use reliable code for creating the
database.

5 Conclusion

In this paper, we investigated the following: (RQ1) How often developers forget to
write the necessary code in their implementation tasks and (RQ2) To what extent
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code completion for such forgotten code is useful. To conduct the investigation,
we developed a new technique that can complement half-written code with the
following code and the middle code. The investigation was conducted with nine
research participants. Each participant performed six implementation tasks and
their PC screens were recorded as motion pictures. By using the motion pictures,
we investigated the RQs. As a result, we provided these answers: participants
forgot to write the necessary code in 80% (41/51) of their tasks and the proposed
technique was able to suggest correct statements in 24% (10/41) of such tasks.
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