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Abstract—Refactoring is important for efficient software main-
tenance. However, manual operations for refactoring are com-
plicated, and human-related errors easily occur. Tool support
can help users to apply such a complicated refactoring. This
paper proposes a refactoring support tool with Form Template
Method pattern. The developed tool automatically identifies
method pairs that can be refactored with Form Template Method,
and suggests information that is required for Form Template
Method application. It also has a function that metrics-based
filtering for detected method pairs. The function helps users to
select method pairs that should be refactored.

Index Terms—Refactoring, Form Template Method, Program
Dependence Graph, Software Maintenance

I. INTRODUCTION

Refactoring is a set of operations for improving internal
structure of software without changing its external behavior
[1]. It has been reported that maintainability of software
systems decays over time [2]. Refactoring is effective in such
a case because it can reduce the decay of maintainability.
However, applying refactorings takes much effort. Also, apply-
ing manual refactorings is a complicated task, so that human
related errors easily occur. Consequently, techniques or tools
for supporting refactoring are required, and many techniques
have been proposed to assist refactorings [3].

In this paper, we focus on Form Template Method pattern.
This pattern targets similar methods (see Fig 1). In this pattern,
programmers write an outline for similar methods into the base
class and implement detail processes in each derived class. By
applying Form Template Method refactoring, code duplication
(code clones) existing between the similar methods is merged
into the base class. One of the advantages of duplication
removal with Form Template Method is that this pattern can
be applied to methods having some gaps.

Some researchers have proposed techniques to support Form
Template Method refactorings [4], [5]. These techniques use
Abstract Syntax Tree (in short, AST) as their data structures.
However, these techniques cannot support removing code
clones if they include the following differences even if these
differences have no impacts on the behavior of the program:

• different order of code fragments, and
• different implementation (such as for- and while- loops).
We have proposed techniques for supporting Form Tem-

plate Method applications [6]. This technique uses Program
Dependence Graph (in short, PDG) to resolve the above issues.
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Fig. 1. An Example of the Application of Form Template Method [1]

This paper focuses a tool, CRat (Clones Removal Assistant
Tool), which implements the proposed refactoring support
techniques. The features of CRat are as follows:

• detects refactoring candidates automatically,
• has metrics-based filtering function for selecting refactor-

ing targets, and
• visualizes each candidate with information used for ap-

plying refactoring.

II. DEVELOPED TOOL

A. Overview

CRat requires source code of target software systems as
its input. It analyzes the source code and creates PDGs with
MASU, a source code analysis platform [7]. Then it detects
code clones on PDGs with the existing clone detector, Scorpio
[8]. CRat identifies refactoring candidates with information
about code clones, and detects common and unique processes
for each refactoring candidate. It visualizes each refactoring
candidate by highlighting common and unique processes. Note
that CRat does not modify the source code automatically, thus
users need to modify the source code by themselves.

Here, a refactoring candidate indicates a pair of similar
methods. CRat suggests a pair of methods as a refactoring
candidate if they satisfy the following requirements:



• the two methods are defined in different classes,
• the two methods have the same base class, and
• there exists at least one clone pair (a pair of duplicate

code fragments) between the two methods.

B. Functionalities for Suggesting Refactoring Candidate

Figure 2 shows a snapshot of CRat. The table shows all the
candidate method pairs that CRat detected. When users select
a method pair from the table, the source code of the methods
included in the pair is shown in the right panel. We call the
right panel as source code view.

Figure 3 shows a snapshot of the source code view. Com-
mon statements are colored with red, which means that they
should be pulled up into the base class. On the other hand,
unique statements are colored with other colors. Statements
surrounded by the same color rectangles means that they can
be extracted as a single method. In addition, if users click
statements that are not highlighted by red, a set of statements
including the statement are highlighted. Moreover, if users
click a set of statements in one method, CRat also highlights
the corresponding set of statements in the other method. Here,
the term ‘correspond’ indicates that the two sets of statements
can be extracted as the same signature methods. Additionally,
CRat shows the signature of the method created from a set of
statements if users put the cursor on the set.

C. Functionalities for Refactoring Candidate Identifications

CRat has a metrics-based filtering function of candidate
method pairs. All metrics are calculated for each method pair.
Users can specify the upper and the lower thresholds for each
metric, and then CRat suggests candidates whose metrics are
in the specified thresholds. The metrics are as follows.

• SIM: The degree of similarity between the two methods.
• CN: The number of statements that can be pulled up into

the base class.
• DN: The number of statements that need to remain in

each derived class.
• LOC: The number of lines of code.
• DG: The number of new methods that need to be created

for Form Template Method application.
• DOI: The depth of inheritance from the common base

class to the owner classes of the two methods.
CRat has a graphic interface to support users’ specification

of thresholds. This interface uses the metrics graph [9]. Figure
4 shows a snapshot of the metrics graph. Users specify
the thresholds of each metric by dragging the graph. The
area whose background color is gray indicates the range of
thresholds for every metric, and the area whose background
color is white indicates the outside of the range. In the metric
graph, each polygonal curve corresponds a method pair. The
polygonal curve becomes red if and only if all the metrics of
the method pair represented by the polygonal curve are in the
specified threshold. If any of the metrics is not in the threshold,
the polygonal curve becomes gray. By using the metrics graph,
users can specify thresholds of each metric graphically, and
can find how many candidates satisfy the thresholds.

Method pairs represented by red polygonal curve satisfy the
thresholds that users specified. Therefore, CRat shows these
method pairs after users specified thresholds for each metric.

III. RELATED WORK

Some techniques have been proposed to support Form
Template Method refactorings [4], [5]. They use ASTs as
their data structure, which is the most different point from the
proposed method. In addition, users need to detect refactoring
candidates to use previously described techniques. On the
other hand, CRat detects refactoring candidate automatically,
which helps users to detect refactoring opportunities.

IV. CONCLUSION

This paper proposed a refactoring support tool with Form
Template Method. This tool is an implementation of the refac-
toring support technique that our research group has proposed
[6]. The tool automatically detects and suggests method pairs
that can be refactored with Form Template Method. Also, the
tool provides the functionality of method pairs filterings, which
helps users to decide which candidates should be refactored.
As future work, we are going to conduct experiments to
confirm the effectiveness of the developed tool.
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